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ABSTRACT

Computer science has been a discipline for some years, and its position in the school curriculum has been contested differently in several countries. This paper looks at its role in three countries to illustrate these differences. A reconsideration of computer science as a separate subject both in primary and secondary education is suggested. At EDUsummIT 2015 it was argued that the major rationales for including computer science as a subject in the K-12 curriculum are economic, social and cultural. The paper explores these three rationales and also a beneficence matrix to assist curriculum designers. It also argues computer science is rapidly becoming critical for generating new knowledge, and should be taught as a distinct subject or content area, especially in secondary schools. The paper concludes by looking at some of the key questions to be considered when implementing computer science in the school curriculum, and at ways its role might change in the future.
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Introduction

This paper looks briefly at the positioning of computer science in the curricula of several countries, and discusses the reasons for varying levels of priority from place to place and time to time. These reasons are then examined holistically to come to some broader sense of how and why the subject can be understood in context. From these reasons an argument is constructed to provide a rationale for including computer science in school curricula that can be tuned to fit particular contexts. Two ideas are critical to this paper: the contexts for school curriculum considered in this article, and the definition of computer science. The school curricula considered in this article are primary and secondary schools, typically providing education for young people from the age of 5 to 18 years.

Computer science emerged from Babbage’s Analytical Engine with Ada Lovelace’s programming (to 1871) and from mathematics with Gödel’s incompleteness theorem (1931). Its importance as a discipline became more widely accepted during the Second World War. The first university course in computer science was established at Cambridge (UK) in 1953, and the first university department of computer science at Purdue University (USA) in 1962. Subsequently, the growth of information technology has percolated through business, education and almost every aspect of society. This paper argues for computer science to become more widely taught in schools.

Computational thinking (Wing, 2006) is often seen as a key component of computer science in school curricula, and its importance was elaborated at EduSummit 2013 (Voogt et al., 2015). Definitions and arguments were made for its inclusion in school education. However, computational thinking is generally accepted as something which can be developed in computer science and which should also be integrated across the curriculum. In so doing, computational thinking is likely to transform what is taught in other subject areas (Fluck, 2003). We argue here that computer science should be formally taught in schools and that computational thinking is just one element of computer science, albeit an important one.

What is computer science?

Computer science is the term used in this article for a particular identified subject in the school curriculum. While “subject” is a common term, this varies from one country to another, so we use the word here to mean a particular
element of a school timetable, or a section of a regular report to stakeholders on a student’s learning achievements. A subject can also be referred to as a domain or field of study, a discipline or a content area in the school curriculum.

Different names are given to around the world. Some alternatives are: informatics, digital technologies, or computing. Not all of these cover the same ground, but there is a great deal of commonality between them. The key focus for this article is on computer science (which we use for consistency throughout) as a separate subject distinct from the use of computers to support learning in other areas of the curriculum. As a separate subject, computer science has its own curriculum documents defining what students will know, the skills they will master and the attitudes they will acquire. Initially in this article we are concerned with this content rather than the way it is delivered. Later we will discuss approaches to implementation and delivery. The content will probably be assessed and achievement reported to stakeholders as an identified separate subject and may be taught in identified lessons in the school timetable but teaching arrangements may vary depending on age and other factors.

By comparison, there are general uses of computers in schools which are excluded from consideration here. Administrative uses (for recording attendance, managing resources etc.) are clearly excluded. Teacher construction of digital learning materials such as visual presentations (powerpoint slides) and other uses of office suite software are generally excluded, as is student word processing and similar activities. In particular, the general use of computers to support learning across the curriculum, often known as ICT (information and communication technology) is distinct from “computer science.”

In some countries both ICT and computer science are taught side by side. In the United Kingdom, the “ICT curriculum” was phased out before “computing” with a strong foundation of computer science, was introduced as a curriculum subject.

Here are some popular definitions of computer science:

- It seeks to answer the following questions: What is information? What is computation? How does computation expand what we know? How does computation limit what we can know? (Denning, 2007).
- The study of computers and algorithmic processes, including their principles, their hardware and software designs, their applications, and their impact on society (Seehorn, Carey, Fuschetto, Lee, Moix, O’Grady-Cunniff, Owens, Stephenson & Verno, 2011).
- The scientific and practical approach to computation and its applications. It is the systematic study of the feasibility, structure, expression, and mechanization of the methodical procedures (or algorithms) that underlie the acquisition, representation, processing, storage, communication of, and access to information (Wikipedia, 2015).

In moving forward we favour the definition from Wikipedia, reflecting a more recent consensus. Disciplines are recognised by six features; terminology, non-routine intellectual work, axioms, openness, a body of knowledge, and identified sections of universities (Fein, 1959, p. 11). Chief amongst the axiomatic foundations of computer science as a discipline are the undecidability theorems (Gödel, 1931); the Turing–Church thesis (Turing, 1936); information theory (Shannon, 1948); and more recently, the empirical Moore’s Law (1965). These theorems and their intellectual consequences have had widespread application in many other areas of intellectual endeavour. As we shall demonstrate later in this article, computer science is rapidly becoming crucial for progress in many other areas.

**How are curricula determined?**

Curriculum design is interwoven with pedagogy, and considered briefly here in order to position this current discussion within a broader context of theory and research. Key curriculum theorists such as Dewey (epistemology and personal growth), Popham (behavioural objectives), Foucault (power-knowledge), Vygotsky (social constructivism), and Bruner (psycho-cultural learning) have described the overt and hidden curriculum, and the aims, subject matter, methods and evaluation of learning. However, as in many other areas, theory and practical implementation are often in tension (Smith, 1973). Curriculum design is often a contested process, blending together what we know about educational maturation and pedagogy, social trends and political machinations tied to voting aspirations. Some view schools as resistant to change (Cuban & Tyack, 1995, p.7) and others have charted teacher change fatigue (Dilkes, Cunningham & Gray, 2014). Students spend up to 14 years in school, but curricula can be re-designed almost every five years, often with little regard to a teach-out or any phasing-in process. Any curriculum
has a political dimension, as well as technical and professional dimensions (Stenhouse, 1975). Depending upon national governance structures, education systems can be centralised or decentralised and the curricula they use can be designed top-down or bottom-up (Braslavsky, 2003).

Several drivers of curriculum development can be identified in the literature. Standards and accountability have generated a great deal of discussion (Taubman, 2009; Slattery, 2013). Entitlement is another driver, attempting to identify what a student needs to know and master in order to function in society (Young, 2013). Devising a rationale for computer science in school education requires an approach which can take account of how this range of issues and drivers may play out in different curriculum contexts. In addition to these more general considerations a major tension identified in relation to Computer Science is between the rapidity of technological change for computers and the general tendency of schools or curricula to respond slowly to such changes.

**Computer science in different countries**

We now look at three countries with differing trajectories of computer science curriculum development in schools. Cyprus has had such a subject in schools since the 1980s; the United Kingdom made a significant shift from ICT to computer science in 2014; and Australia recently endorsed its curriculum document for the subject in late 2015.

Cyprus is one of twelve European countries with computer programming and coding (as parts of computer science) as part of the curriculum as revealed by a survey for the European Schoolnet (Balanskat & Engelhardt, 2014). Computer science (in Cyprus) has been taught as a separate school subject in the secondary school grades 10-12 since 1987 and in grades 7-9 from 2001-2003. There is no distinct computer science subject in the primary school curriculum, but computers support other learning. The content of the course focuses on algorithmic thinking and programming which is compulsory for students aged 13-16. Older students can take it as an elective. Scratch and Alice are used to introduce the development cycle using drag and drop programming. Students compare the efficacy of different algorithms. Knowledge and achievement are assessed “through day-to-day assessment exercises, written assessment exercises and examinations” (Balanskat & Engelhardt, 2014, p. 19). All teachers of computer science in secondary education are required to be computer science graduates or graduates of a computing-related field.

The United Kingdom reviewed education in computing in schools from 2009-2012, culminating in a report by Furber (2012). This concluded that the positioning of ICT, as a subject, in the National Curriculum was counter-productive, and it was discontinued in 2012. In 2014 a new subject called “Computing” was introduced for students aged 5-16 (Department for Education, 2013). This encompasses computer science, information technology and digital literacy (Berry, 2013, p. 5). Students are expected to understand and apply the fundamental principles and concepts of computer science, including abstraction, logic, algorithms and data representation; to analyse problems in computational terms, and have repeated practical experience of writing computer programs in order to solve such problems; evaluate and apply information; and be responsible, competent, confident and creative users of information and communication technology, including new or unfamiliar technologies, analytically to solve problems (Berry, 2013). The curriculum specification is quite brief at three pages but assessment approaches and teaching methods are provided as advice to teachers by the subject associations (see for example, Berry, 2013). New entrants to computer science teaching are expected to demonstrate their knowledge of the subject, and at secondary level they would normally be graduates of computer science or a computing-related field. An extensive professional development program has been developed for existing “ICT” teachers to equip them for the new curriculum.

Australia is a federated country, where responsibility for education was devolved to the eight states and territories in 1901. A statutory body was established in 2009 to frame a national curriculum which began implementation in 2013 with four subjects and ICT as a general capability to be taught across and in support of the other subject areas. In November 2015 “Digital Technologies” was endorsed as an additional subject in the Technologies area, and will be gradually introduced into schools region by region, with reports on student achievement being sent to stakeholders in about 2018. Digital technologies looks at digital system components and data representation; and students learn to collect, manage and analyse data, and to create digital solutions. Computational thinking is key to the syllabus, encompassing abstraction, data collection, representation and interpretation, specification, algorithms and implementation. Methods of teaching or assessment are unspecified, but content is described and achievement standards have been set at five age levels for students aged from about 5 to 16 years old. The subject will be compulsory from about age 6 to age 14, and elective thereafter. Teacher professional development will be conducted
by individual states and territories, but central resources such as the learning object repository SCOOTLE will probably be useful.

Given the different pathways computer science has taken in these three countries, it seems timely to examine the arguments for its inclusion as a separate subject in school curricula.

The arguments for computer science in the curriculum

At EDUsummit 2015 it was argued that the major rationales for including Computer Science as a subject in the K-12 curriculum are economic, social and cultural, partly echoing Hawkridge’s (1990) justification for using computers in schools.

The economic rationale is a strong driver for inclusion of computer science in the curriculum. The economic rationale rests not only on the need for a country to produce computer scientists to sustain a competitive edge in a world driven by technology, but also on the requirement for computer science-enabled professionals in all industries to support innovation and development. World trade in information technology products and services continues to grow. Worldwide exports of computer and information services grew between nine and 32 percent from 2005 to 2015 and imports grew from 6 to 28% in the same period (World Trade Organization, 2014a, p. 134). Computer and information services were identified as the seventh largest trade sector by value, particularly between developed countries, from 2008 to 2013 (UNCTAD, 2014, p. 7). Export growth in the sector was up to 20% in the period 2011-13 (UNCTAD, 2014, p. 11), and over the period 2005-13 was the highest of any global trade sector (WTO, 2014b, p. 25). Both Australia and Europe forecast shortages of computer scientists of 100 to 500 thousand (ACS, 2015, p. 34; Husing & Korte, 2010). Businesses in the sector compete for staff and intellectual property development against other sectors. Alongside these growth trends must be placed the increasing stress in trade negotiations on intellectual property rights and the trend for software to be protected by both copyright and patent legislation. Recent trade agreements elongate intellectual property ownership terms for up to 70 years from the death of the author (AU FTA 2013). This underlines the economic importance of computing professionals and the intellectual property they produce. The economic rationale is therefore compelling for governments devising national curricula, and who see future trade prospects dependent upon computers. Computers have also made previously un-tradeable services such as banking become more globally mobile. This makes sourcing local talent more crucial in controlling and building the local national economy.

This leads to the social rationale for computer science. The social rationale emphasises the value in society of active creators and producers rather than passive consumers of technology. Such capability provides people with power to lead, create and innovate within society and therefore is also an issue of entitlement to “powerful knowledge” (Young, 2013) giving individuals opportunities to choose their role in society. Since so much of our lives depends upon computers, surely students should become confident in their use? The social rationale goes further, and discusses the impact of technologies on societies. Computing makes possible new forms of governance (distributed daily or enhanced democracy) and redefines our sense of privacy (Tsohou, Lee, & Irani 2014). Robots comfort senior citizens in senior care institutions (Sharkey & Sharkey, 2012), and taxis or trucks cease to need drivers (Ticoll, 2015, p. 48). Technology can change our sense of ethical behaviour. Rather than being oppressed by innovation shock, a society equipped with its own creative proponents of new ideas is more likely to sift them and control their impact. This is a strong argument for teaching computer science in schools, making it possible to generate new content and applications locally, and enhancing the agility of each nation to deal with inevitable changes in the world. Competition for resources with other nations is just one such change pressure, so falling behind is not a desirable option. In some ways the social rationale overlaps the economic rationale, but the emphasis is on attitudinal aspects rather than knowledge or skill.

The cultural rationale for computer science in schools looks at the integrity of local values and customs. The cultural rationale enables people to be drivers of cultural change, rather than having change imposed or mediated through technological developments from outside their society (Webb et al., 2015, p.61). For example, Hollywood produces many movies every year which are successfully exported all over the world. Embedded in these films are language, customs, attitudes, ethical values and mores which reflect the USA context. Surprisingly, these attributes are not universally shared, and hence other centres of production have emerged, for example, Bollywood, which made twice as many films in 2011 (Matusitz & Payano, 2011). Nollywood, films made in or for Nigeria and Africa, is also
developing (Oyeniya, 2013). Given computer games now outsell the film industry, there is additional reason for local creative talent to provide competition for imported embedded values and language. In 2014 the global video game market was estimated to be worth $US102 billion, compared to global box office receipts for films of $US36 billion (van der Meulen, 2013; MPAA, 2014, p. 2). The local talent pool becomes more imperative when we take into account the greater cognitive engagement in computer games, and therefore their greater capacity to transmit culture. In addition, social media are connecting groups of people across the globe in personal ways almost instantaneously. The social and semantic webs facilitate data creation, contribution and sharing on an unprecedented scale. Online shopping is changing the structure of production and distribution of goods. Friendships are made online (Ofcom, 2008). Therefore governments are motivated to ensure national cultural values are preserved through locally educated computer science professionals participating in the arts and related fields.

Alongside these three rationales, we can frame the inclusion of computer science in school curricula in a broader context in order to give curriculum designers greater scope to determine its feasibility and desirability in schools curricula. We suggest two dimensions for evaluating the contribution of computer science. The first dimension is the beneficial context: the individual learner; the society in which they live; humanity and the ecology upon which we all depend; and the wider universe. The other dimension concerns the period for the benefits of the learning to be experienced: immediately; the lifetime of the individual learner; years within a social system transformation; the expected duration of humanity; or the lifetime of the universe.

These dimensions are deliberately drawn large to ensure we do not omit any potential benefit from the proposed learning.

We also posit computer science as necessary for education because of its increasing importance for knowledge generation in many areas of human endeavour. Depriving school students of the terminology, the axioms and other components of the discipline would impair their capacity to understand or contribute to this new knowledge. Examples include the Nobel prizes for chemistry in 1998 and 2013 (Nobelprize.org, 2015) where computers were fundamental; astro-physics looks at information flows in black holes (Braunstein et al., 2013); data mining helps solve problems in medicine (Yavlinsky, 2015) and parallels have been drawn between the entropies of energy and of information in the universe (Avery, 2003; Shannon, 1948, p. 11). Not only is computer science heralding new developments in chemistry, physics and biology, but data science is providing new methods for knowledge discovery. These new methods of Data Science compare with the Scientific Method as shown in Table 1.

<table>
<thead>
<tr>
<th>Scientific method</th>
<th>Data science method</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. Observe phenomena</td>
<td>1. Become aware of a problem</td>
</tr>
<tr>
<td>2. Propose a hypothesis</td>
<td>2. Identify data sources</td>
</tr>
<tr>
<td>3. Design an experiment as a fair test of the hypothesis</td>
<td>3. Propose an automated analysis process</td>
</tr>
<tr>
<td>4. Collect data, analyse results</td>
<td>4. Test and validate analysis process</td>
</tr>
<tr>
<td>5. Confirm or modify the hypothesis, start over</td>
<td>5. Share results, start over</td>
</tr>
</tbody>
</table>

Data science links to machine learning to make new discoveries (Phoboo, 2014; Adam-Bourdarios et al., 2015, p.27) and lies at the heart of many recent global businesses such as eBay, Amazon, Facebook, Twitter and Spotify (Gershkoff, 2015). Therefore the link between computer science and innovation makes a strong case for inclusion in the school curriculum.

There are other immediate benefits to students learning computer science. Some examples illustrate these benefits which strengthen the argument:

Coding is about thinking. Putting a process into a particular code (writing a program for a computer) requires precision. This is analogous to the precision required in literacy skills of writing, but while people can understand intent or infer spelling, computers are far more literal. Therefore a child skilled at coding, may by transference, be more precise in their thought and have greater capacity to communicate. The beneficence is immediate and personal to the learner.

Generally, with modern personal computers, students can get fairly immediate feedback on the accuracy of their initial coding attempts. Naturally, in the learning process, some early efforts result in less than complete success – or
failure. Handled well within the classroom, this can be an opportunity to build resilience. The nature of the failure (perhaps printing out all but the last number in a sequence) can indicate the corrective editing needed to achieve success. This is an important educative step of understanding for many students. In this case the beneficence may not be so immediate, and affects both the learner and the society in which they live.

The strength of the arguments for including computer science into school curricula will vary from nation to nation, and time to time. In the second decade of the twenty-first century, there are strong economic and social reasons for its adoption, culminating in an entitlement perspective benefiting both the individual and the society in which they live.

**Implementation of computer science as a subject**

Literacy and numeracy are often woven into many subject areas of the school curriculum, creating themes which are often the focus for much primary (elementary) schooling. Therefore there is a suggestion that computer science could be integrated into other thematic programs of work, particularly in this primary sector. After all, most curriculum specification documents identify what should be learned, not how it should be organised and taught. Arguments for the integration of computer science need to be looked at in context. If teachers are knowledgeable, confident, fully trained in computer science and have adequate resources, it would be very difficult to mount an argument against integration. However, for those countries introducing or re-introducing the subject into school curricula, an integration policy could mask the extent to which the new content is being mastered by students. A large scale study of 37 countries (Plomp et al., 2009) concluded that integration of ICT use into other subjects was spasmodic and ineffective. Voogt and ten Brummelhuis (2014) illustrated how information literacy in the Netherlands disappeared as a separate subject, because of poorly trained teachers and a vague place in the curriculum. These examples indicate computer science could have a similar fate if only taught through integration.

There are several challenges for schools where computer science is (re-)introduced. New pedagogical content knowledge may be required, as well as teaching resources such as programming development environments and textbooks or their equivalents. While computers themselves are getting less expensive, access and particularly individual access, cannot be assumed. A great deal of computer science can be taught “unplugged” (Bell & Newton, 2013) but greater alignment with the three main rationales is likely to be greater if computers or BYOT (bring your own technology) like smartphones are available.

Another tension is the rapid rate at which innovations are changing our understanding of computer science. To become entrenched in schools, the subject needs clear specifications for learning outcomes, assessment and standards which go beyond the tendency to have the curriculum build around technology innovations instead of a deep understanding of computer science (Webb et al., 2015, p.64). Whilst we may need to live with a continually renegotiated curriculum (Webb, 2014), this is not easy to communicate and interpret between the policy level of education systems and implementation in the classroom. France is planning an integrated approach (Balanskat & Engelhardt, 2014, p.17) so will be worth monitoring.

Several other challenges and solutions were considered at EduSummit 2015 (Webb et al., 2015), which made recommendations for policy makers, educators, industry partners and researchers.

**Into the future**

Many things in education oscillate in the style of a pendulum. Since the year 2000 computer science has been less popular, but in 2015 it is becoming resurgent. Several countries are re-introducing computer science (under this or a similar subject title) from 2015 onwards. Australia, USA, UK, have committed or initiated computer science as a subject, whilst the Czech Republic, Denmark, Lithuania, Poland and the Netherlands are in the process of doing so, mostly from the first classes of primary school.

This brings us to some of the more important questions educators need to answer with respect to computer science as a separate subject in the school curriculum. Some of these questions were raised at EduSummit 2015 and many of
them interact with one another. Winch’s (2013) concept of “epistemic ascent” is key to understanding how these questions can be used to frame computer science curriculum design:

- What is the range of skills and understanding that should be developed in computer science?
- Are such skills and understanding necessary for everyone? Should it be and remain compulsory?
- At what age should computer science education commence?
- How many computing languages or frameworks should a student be expose to in the span of schooling from K-12?
- How varied should these languages be? Should a variety of paradigms be explored?
- How closely should the curriculum match computers available to schools and students?
- What consideration in curriculum design should be given to emerging technologies such as quantum networks and computing?
- What pedagogical approaches are likely to be appropriate, and how do they vary with age and other factors?

Finally, to bring together some of the issues briefly mentioned in this paper, it may be worth making a case study from quantum computing. Let us assume all the above questions have been answered in a particular national context, and a clear specification for computer science in the curriculum has been defined and implemented. Teachers have been trained and assessments of achievement show targeted students are largely attaining the intended learning outcomes. Many current curricula focus on procedural or algorithmic thinking when devising digital solutions. However, this may not be appropriate with emerging quantum computers where the fundamental components are qubits which can be in a probabilistic superposition of several states simultaneously. How can our agile curriculum design accommodate such a radical departure from established content knowledge? Touted applications for quantum computers include cryptanalysis, typically by factoring very large numbers using the Shor algorithm (1997). The essential approach is to try all possible solutions simultaneously. This has parallels in the declarative programming paradigm where code specifies what computation should be performed, not how to compute it. Prolog was once a typical declarative language, and functional languages such as Haskell may be similarly suitable. This makes an argument for computer science curricula to have an eye to the future, with content chosen to some extent with awareness of emerging technologies.
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